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Abstract

Background/Objectives: Now a days, Android Malware is coded so wisely that it has become very difficult to detect
them. The static analysis of malicious code is not enough for detection of malware as this malware hides its method call in
encrypted form or it can install the method at runtime. The system call tracing is an effective dynamic analysis technique
for detecting malware as it can analyze the malware at the run time. Moreover, this technique does not require the
application code for malware detection. Thus, this can detect that android malware also which are difficult to detect with
static analysis of code. As Android was launched in 2008, so there were fewer studies available regarding the behavior of
Android Malware Families and their characteristics. The aim of this work is to explore the behavior of 10 popular Android
Malware Families focused on System Call Pattern of these families. Methods/Statistical Analysis: For this purpose, the
authors have extracted the system call trace of 345 malicious applications from 10 Android Malware Families named
Fakelnstaller, Opfake, Plankton, DroidKungFu, BaseBridge, Iconosys, Kmin, Adrd and Gappusin using strace android tool
and compared it with the system calls pattern of 300 Benign Applications to justify the behavior of malicious application.
Findings: During the experiment, it is observed that the malicious applications invoke some system calls more frequently
than benign applications. Different Android malware invokes the different set of system calls with different frequency.
Applications/Improvements: This analysis can prove helpful in designing intrusion-detection systems for an android

mobile device with more accuracy.
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1. Introduction

Being an open-source operating system, Android
Operating System is more vulnerable to attacks. In the
android market, the pervasion of malicious applications
is rampant, and it is on the rise like never before. The
intruders can develop malicious applications faster with
a tool like App Inventor and launch their malwares in the
market more quickly’. The Intrusion-Detection System
for mobile device should opt for a mechanism for detect-
ing the malicious and normal applications accurately. The
Intrusion-detection system for mobile devices is based on
two techniques of analysis - static and dynamic?. The static
analysis technique is based on the reverse engineering of
.apk(android application package) file of android applica-
tions. It includes the exploration of AndroidManifest.xml
and classes.dex files for malicious codes without installing
and executing the app. The dynamic analysis scrutinizes
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the behaviors of the application during its execution. In
the work, the intrusion detection system for an android
device proposed’® which analyzed process lists, system call
traces, symbol table, a list of open files and network traffic
features for intrusion detection. The behavior graph of the
malicious application created* by tracking dependencies
among system calls of six malware families Allaple, Bagle,
Mytob, Agent, Netsky. In research work System Call Short
Sequence Birthmark and Input Dependent System Call
Subsequence Birthmark, two systems call based soft-
ware birthmarks proposed for detection of malicious
application behavior of 1600 malicious applications®. The
diverse nature of system calls invoked by different appli-
cations has been identified and the research work has
proposed a system-centric approach for malware detec-
tion®. The analysis of the application log and system call
log of 230 applications has been done in the Research
Work’. CopperDroid® analyzed low-level OS-specific
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and high-level Android-specific behaviors. The authors’
analyzed the behavior of two malware families- Super
History Eraser and Task Killer Pro, in terms of the sys-
tem call generated by simulating the application with user
interfaces events. The approach'® of malware analysis is
based on two features- permission and system call. In this
work, the dataset of 400 applications, 200 benign appli-
cations, and 200 malicious applications has been taken.
The system calls features' have been used for detection
of malicious web pages. In this proposed work, the indi-
vidual system calls invoked and sequence of the system
call invoked by malicious javascript have been analyzed.
A technique of hook system calls and binder driver func-
tion based malware detection has been proposed in the
work'2. The comparison between security of Android OS
and IOS has been done in the work and it proposes the
UAS (User Access Security) framework for providing
the mobile user more control over his resources at the
execution time through permission'’. Malware Detection
and Elimination using Bayesian Technique and Nymble
Algorithm has been proposed for securing the Delay
Tolerant Network' The proposed work was the inte-
gration of Honeypot Technology, Intrusion Detection
Systems and Malware Analysis in Windows based plat-
form for Botnet research'. The system call, a dynamic
feature of the android application is an effective feature
for intrusion detection in the android device. We need to
analyze plenty of android applications to understand the
behavior of malicious applications.

In this paper, we have explored the system call pattern
of 10 malware families Fakelnstaller, Opfake, Plankton,
DroidKungFu, BaseBridge, GinMaster, Iconosys, Kmin,
Adrd and Gappusin and compare it with the system call
pattern of normal application by extracting the events of
300 normal apps and 345 Malicious apps from different
malware families, using Android-based event analysis
tool, Strace.

2. Android Operating System
Architecture

Android, a popular Linux-based mobile operating sys-
tem developed by Android Inc. in 2005 which was
later bought by google. In 2007, Google, Open Handset
Alliance (OHA) and other device manufacturers such as
HTC, Sony and Samsung, wireless carriers and chip mak-
ers collaborated on Android design, development and
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distribution and launched the first android based smart-
phone HTC Dream in October 2008. Android Operating
system is based on Linux 2.6 Kernel which was modified
to run effectively and efficiently on computational and
energy-constrained mobile device. Many Libraries and
drivers of Linux 2.6 kernel were modified, and newer ones
were added to enable android run on the mobile device.
Android Community had developed its own C library
named Bionic java and Android specific java runtime
engine Dalvik Virtual Machine and made a complete soft-
ware stack of operating system, middleware components
and application framework for mobile devices. Figure 1
shows Android Architecture where the lower layer is an
android operating system that provides all the operating
system functionality like process management, memory
management, network functionality and the device driv-
ers. The middle layer comprises of Bionic C library and
Android Runtime for providing most of the android
specific functionality. The Android Runtime has Dalvik
Virtual machine and core libraries for facilitating the exe-
cution of the android application by converting the java
bytecode of the application to the dex executable,a DVM
specific bytecode.

The application framework holds API (Application
Programming Interface) interface. In this layer, the activ-
ity manager governs the activities of android application
and monitors its life cycle. The Content Provider facili-
tates sharing of data among applications. The Resource
Manager manages non-code services of the android appli-
cation and Notification Manager raises the custom alerts.
The topmost layer is User and Built-in Applications.

2.1 Android Kernel and System Calls

To reiterate, the Android has modified Linux 2.6 Kernel
at the core. The modifications are done for adapting this
operating system for the mobile devices. The Android
Specific kernel enhancement includes power manage-
ment, shared memory drivers, alarm drivers, binders,
kernel debugger and logger and low memory Kkillers.

Applications

Application Framework

e )
- Android Runtime
Bionic C
library Dalvik Virtual machine
Core libraries
\ Z

[ Linux Kernel ]

Figure 1. Android operating system architecture.
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The android application takes the services of the kernel
through the system calls. Whenever a user request for ser-
vices like call a phone in user mode through the phone
call application, the request is forwarded to the Telephone
Manager Service in the application framework. The
Dalvik Virtual Machine in Android runtime transforms
the user request passed by the Telephone Manager Service
to library calls, which results in multiple system calls to
Android Kernel. While executing the system call, there is
a switch from user mode to kernel mode to perform the
sensitive operations. When the execution of operations
requested by the system call is completed, the control is
returned to the user mode. The Kernel Invocation calls are
sub-grouped into three types of System Calls. 1) System
Call- used to invoke native operations of the kernel. 2)
Binder Call- for invocation of the binder drivers in the
kernel. 3) The Socket Call - allows the read/write/send/
receive operations of Linux socket. In this analysis, we
will consider all these subgroups as system calls. There are
250 types of System Calls in Android Operating system
for performing operations like allocating resources, per-
forming read/write operations, protecting critical data,
etc. As discussed above, the system calls are the interface
between the user and the kernel. This means all requests
from the applications will pass through the System Call
Interface before its execution through the hardware. So
capturing and analyzing the system call can give informa-
tion about the behavior of the application.

3. Categorization of Android
Malware

Android Malware is categories on the basis of how they
install themselves on the victim’s device, how they are
triggered, and what type of risks associated with them.
The following section will discuss their installation
method, their activation triggers and types of malicious
activity they perform.

3.1 Installation Method

Android malware families are categorized by their instal-
lation method on victim’s mobile. The following are the
methods used by the android malicious application for its
successful installation.

o Repacking - Repacking is the method of modi-
tying and repackaging the apk file of registered
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android benign application of Android applica-
tion market and redistributing it. The modified
code contains code for stealing personal or finan-
cial information and causing damage to the
device, but this method is easy to be exposed just
by doing static analysis of code. e.g. GoldDream.

o Update attack- The technique is inspired by
the first technique but in this technique instead
of embedding the entire malware code, it just
includes update component and with this update
component, the entire malicious code is down-
loaded and installed on the host mobile phone
at the run time. This type of installation can-
not be exposed by static analysis of the infected
application. For e.g.
BaseBridge, DroidKungFuUpdate, AnserverBot,
and Plankton are used this technique.

o Drive-By-Download attack- This is the tradi-
tional approach used by the malware families for
their successful installation on the host mobile
by luring the user through advertisements and
announcing their application as an interesting
and feature-rich application. e.g. GGTracker,
Jifake, Spitmo and ZitMo are malware families,
which use this installation method.

o Standalone- In this category the application
announces itself as a spyware but does some
malicious activities, or the application pretends
to be a benign application but having some
malicious code, or the application requires root
authorization for doing malicious activities.

Malware families like

3.2 Activation

In this category the application activates itself for doing
malicious activities. The authors'® found in their analysis
that the malicious applications activate themselves during
boot completion events, package removing or package
installation events, SMS received events, call phone, dur-
ing network connectivity events, during system events
and during the launch of some popular host applications’
main activity.

3.3 Malicious Payload

This category elaborates purpose of the malicious appli-
cation. There are four types of malicious payloads. The
first is Privilege Escalation in which malicious application
tries to take root access to exploit the root privilege. In
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the second type, the malicious application uses victim’s
device as a bot by controlling it from a remote device. In
the third type of malicious payload, the malicious appli-
cation uses victim’s device for sending premium messages
without user’s knowledge in order to harm him with
financial loss. Collecting user’s information like SMS
received, phone call log, and device information is the
purpose of the fourth kind of malicious payload.

4. System Call Analysis of Android Malware
Families

For doing a system call analysis of android malware appli-
cations this experiment has taken the dataset of malicious
applications from Drebin project'” and from Androtracker
Project'® for the Normal application. First, we installed
the application on the android emulator then we simu-
lated the application with the monkey tool by passing the
package name as a parameter. The monkey tool enables
execution of the android application with raising the test
events. After successful running of the monkey tool, we
had recorded traces of the system call invoked by the
malicious and normal application through strace. After
executing strace command over the process of applica-
tions, we received log file of the system calls invoked by
the application under consideration. The log file has the
system call name, a time stamp at which it is invoked and
the signals of the process. We further processed the log
files to get the count of a particular system call invoked
by the process of malicious code. We have analyzed 345
malicious applications from 10 android malware families
named Fakelnstaller, Opfake, Plankton, DroidKungFu,
BaseBridge, Iconosys, Kmin, Adrd, Gappusin and 300
Normal Applications. Table 1 shows the characteristics
of Malware Families and the no. of instances of each fam-
ily used for the analysis. Now we will discuss each family
one by one with its observation and findings during the
experiment.

4.1 Fakelnstaller

Fakelnstaller is the most common and hard to detect
malware family. Fakelnstaller uses the method of
Repackaging for its installation by inserting their ran-
dom class and method names into malicious application
in the encrypted form. During the run time, it decrypts
the string that has the location of the method which it
wants to call. Fakeinsataller is hard to detect with static
analysis of infected application code. The intention of
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Fake installer is to harm the user with a financial loss by
sending SMS to premium services owned by the malware
authors. During the analysis of the system call trace, the
behavior of its sending SMS to premium services comes
forth prominently. During the analysis, it is observed that
the system calls sendto(), recefrom() which are used for
sending and receiving data from the socket are heavily
invoked. Further, the process control related system call
like ptrace() is used for process tracing and controlling
the other processes, and the sigprocemask() is used for
blocking signal to the process, wait4(), futex, getpid()
for getting process id, getuid() for getting user id of the
owner of the process, prctl() for controlling execution of
the process, are also heavily used. In the observation, it is
also found that the malware also executes the system call
related to writing and reading data from the files stored
on phone and SD memory like write(), read(), ioctl(),
fentl64(), stat64(), close(), open(), mmap(), munmap(),
Iseek(), dup() etc.

4.2 Opfake

OpFake is the second most popular Trojan-SMS named
on Opera Mini Mobile Browser for being fake downloader
of it. Opfake uses the Repacking installation method and
sends SMS with SIM data, downloads other malicious
applications and stores them on the SD Card. The attacker
first creates a fake website to lure the customers to down-
load Opera Mini Browser and names their apk files similar
to opera. It heavily uses PTrace(), SigprocMask(), Futex(),
Clock(), GetUID(), GetPID() system calls for affecting
execution of other process and for successful execution
of their process. It also uses Recvfrom(), SendTo() sys-
tem calls for sending SMS to premium services owned by
malware author. It also invokes Write(), Read(), Close(),
Dup(), mkdir(), chmod() for writing and reading the data
of SD card.

4.3 Plankton

This malware family uses the update methodology for its
propagation. The malware uses the dynamic code loading
thus, they are difficult to trace with static code analysis
and manual introspection of code. This malware sends
device information to remote services enabling the mal-
ware author to control the device remotely. The malware
also installs supporting malicious codes by downloading
it through the HTTP and stores them on the SD card.
During dynamic analysis of the system calls it is observed
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Table 1. No. of malware family samples and their Characteristics

Malware
Type

No. of
Sample
Application

Type

year

Installation
Method

Activation
methods

Privilege
Escalation

Remote
Control

Privacy
Leaks

Malicious
Activities

Fakelnstaller

80

Trojan
SMS

2012

Repackaging

No

Yes

No

Send SMS,
Process SMS,
Delete SMS

Opfake

67

Trojan
SMS

2011

Repackaging

Boot
Complete

Yes

Send SMS,
Delete SMS,
Process SMS,
Send Device
Data to
remote Server,
Download,
install, delete
package

Plankton

65

Trojan

2011

Update,
Repackaging

OnCreate()

No

Yes

Yes

Send device
information,
Check User
Internet
Browsing
activity

DroidKungFu

57

Trojan
Spy

2011

Repackaging

Boot
Complete

, Bettery
Status, System
Events

Yes

Yes

Yes

Send Device
Information
,Network
information,
Phone data, SD
card Data to
Remote Server

BaseBridge

30

Trojan
Spy

2011

Repackeging,
Update

Boot
Complete

Yes

Yes

Yes

Send SMS,
Delete SMS,
Process SMS,
Send Device
Data to
remote Server,
Download,
install, delete
package,
Dial Phone
Numbers,
terminate
process

GinMaster

28

Trojan
Spy

2011

Repackaging

Boot
Complete

Yes

Yes

Yes

Send Device
Information,
Installed Apps
Information
and Network
Information to
remote server.
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Iconosys 13 Trojan | 2012 | Standalone

spy

Boot
Complete

Yes

Yes

Send
Confidential
Data to Remote
Server and

do SMS on
Designated No.

Kmin 13 Trojan Standalone

Boot
Complete

Yes

Yes

Send Device
Information to
Remote Server.

Adrd 10 Trojan | 2011 | Repackaging

Spy

Boot
Complete,
Network
Configuration
Change, Call
phone

Yes

Yes

Send Device
Information,
Network Status
to the Remote
Device, can
Install other

apps

Gappusin 10 Trojan | 2012 | Update

Yes

Yes

Send Wi-Fi
,network related
Confidential
Data to Remote
Device to enable
the device easy

for hacking.

that this malware family invokes the system calls socket(),
connect(), sendto(), recvfrom(), socketpair() heavily for
establishing a network connection and sending device
information to remote server and downloading mali-
cious code. It is also found that the malware of this family
also uses access(), umask(), chmod(), rename(), mkdir(),
read(), write() file operation related system calls for stor-
ing its malicious code on SD Card.

4.4 DroidKungFu

DroidKungFu is a dangerous malware family that aims to
take root privilege for controlling user device and sends
its confidential data to the remote server causing privacy
leaks of the user. The malware author takes control of the
device and uses it for malicious activities by making it a
BOT. This malware family bundles its code in the popu-
lar android application for spreading itself. The malware
of this family activates itself at boot complete and at bat-
tery status intents to do malicious activities craftily. The
malware of this family poses medium risk'®. This malware
family was detected in 2011 and targeted the Chinese
market. The hazardous behavior is depicted in the system
call trace also as this malware can invoke the root autho-
rized system calls like fchown32() for changing the owner
of the files having the critical data, umask() for changing
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the read, write and execute permission on executable files,
flock() for tinkering with lock on files, fork() for creating
new process and pipe() for doing inter-process commu-
nication. The experiment shows the heavy use of system
calls like ptrace(), write(), read(), futex(), recevfrom(),
sendto() etc. for controlling process, sending and receiv-
ing messages to remote server and reading and writing
data on the memory.

4.5 BaseBridge

BaseBridge, discovered in 2011 is one of the most hazard-
ous and difficult to control malware family. BaseBridge
damages the user mobile device from all possible direc-
tions and has a number of variants. This malware family
takes control of the device by taking root privileges and
sends critical data like IMSI, IMEI, OS version, phone
number, device information by invoking the read() system
call for reading critical files and sending it to the remote
server through HTTP connection by using sendto() sys-
tem call and acts as a scout for malware author. These
also have the permission of sending SMS, Blocking SMS,
deleting SMS and can do phone calls, thus harms the user
financially also. This malware silently installs a BOTNET
application for SMS charging. The different variants of this
malware family use both repackaging and update for their
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installation and get activated on Boot Complete, Battery
Status and on system events. In the experiment, this mal-
ware has been found spying by changing the permission
of memory protected region by invoking the mprotect()
system call and by changing the permission of critical
files by chmod() and umask() system call and by perform-
ing read() and write() operation on the files of user. This
malware also tries to get memory status and information
about other processes by invoking madvise(), getpid()
and getuid(). This malware also invokes the system calls
mmap(), munmap(), fdatasysc() for updating data of the
memory.

4.6 Ginger Master

Ginger Master is a Trojan spy malware which forges
SQLite database having information about user phone
number, IMEI number, Android version, List of installed
applications and Network information, and sends that to
the remote server. It has root access capability and can
install and uninstall the malicious application without
user permission. It uses the method of repackaging by
bundling it code into the popular application. During the
experiment, the spy nature of Ginmaster has prominently
surfaced. There are multiple calls to the system calls
like getuid(), getpid(), futex(), wait4(), ioctrl(), read(),
epoll(), cacheflush(), write() for the purpose of gathering
information about user process and files. There are also
multiple calls to the system calls sendto() and recefrom()
for sending and receiving data to/from malware remote
server.

4.7 Iconosys

Iconosys is another standalone Trojan spy discovered in
2012. This malware family triggers its methods on boot
complete and runs in the background silently to sniff the
online activities of the user, device location, text mes-
sages, user contact list, credit card details and sends this
confidential information to malware author. It has the
permissions to read, write and send sms to the designated
number. This also has phone call capability and can harm
the user financially also. This can write and read the device
storage. The analysis of system calls shows the malicious
activities of controlling user process by invoking ptrace(),
sigpromask(), futex(), ioctrl(), epoll() and wait4() mul-
tiple times. This also shows the multiple invocations of
system calls recevfrom(), sendto() for sending data to the
remote server.
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4.8 Kmin, Adrd and Gappusin Malware
Families

Kmin, Adrd and Gappusin malware families were dis-
covered in 2011. Kmin is a standalone installation based
malware family which is activated at boot complete
event. This type of malware takes control of user device
and sends SMS to premium services, blocks user SMS
and sends user private data to the remote servers. Adrd,
a Trojan spy bundles its code in the benign application
for breaching the privacy of user by sending confidential
data to the remote server through HTTP connection. This
is activated on Boot complete and also has the capabil-
ity of calling phone. Gappusin is also an SMS Trojan who
sends device information like IMEI number, IMSI, OS to
the remote server and gives the control of the device to a
remote server. It also sends SMS, Blocks SMS. During the
experiment, this malware also shows the multiple times
invocations of system calls from the process-related calls,
file structure related calls and communication-related
system calls. Table 2 shows the frequency of different sys-
tem calls invoked by these malware families.

In this experiment, we have also observed the system
call traces of 300 benign applications of Androtracker'
project. In the experiment, we have observed that no. of
Malicious Applications that invoke a system, the call is
much more than the no. of benign applications. Figure
2 shows the comparison of system calls invoked by the
benign applications and malicious applications. Moreover,
there is a huge difference between the maximum fre-
quency of invoking a system call in the benign application
and malicious application. The malicious applications are
used to invoke the system call more frequently and mul-
tiple times than benign applications. Figure 3 shows the
maximum frequency of invoking a system call invoked by
the benign and malicious application.

5. Conclusion

System call analysis is an effective technique for detect-
ing the Android Malware as in this technique; we do not
require bytecode of the malicious application for doing
the analysis. In this paper, we capture the system call
traces of malicious applications during execution of the
malicious application and analyze it. It is observed that
the malware application invokes the system calls more
frequently than the benign android application. The
most frequently invoked system calls are trace(), sigproc-
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Figure 2. No. of Applications invoked a system call.
Figure 3. Maximum frequency of invoking a system call by malicious vs benign application.
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mask(), futex(), recevfrom(), sendto(), write(), read(),
clock(), wait4(), ioctl(), mprotect(), getpid(), getuid().
We can combine the System Call Trace and other features
like Method call and API call for efficient and effective
Intrusion-Detection System for Android Mobile Device.
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